Policy-based Access Control for DPWS-enabled Ubiquitous Devices
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Abstract—As computing becomes ubiquitous, researchers and engineers aim to exploit the potential of the pervasive systems in order to introduce new types of services and address inveterate and emerging problems. This process will, eventually, lead us to the era of urban computing and the Internet of Things; the ultimate goal being to improve our quality of life. But these concepts typically require direct and constant interaction of computing systems with the physical world in order to be realized, which inevitably leads to the introduction of a range of safety and privacy issues that must be addressed. One such important aspect is the fine-grained control of access to the resources of these pervasive embedded systems, in a secure and scalable manner. This paper presents an implementation of such a secure policy-based access control scheme, focusing on the use of well-established, standardized technologies and considering the potential resource-constraints of the target heterogeneous embedded devices. The proposed framework adopts a DPWS-compliant approach for smart devices and introduces XACML-based access control mechanisms. The proof-of-concept implementation is presented in detail, along with a performance evaluation on typical embedded platforms.
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I. INTRODUCTION

Ubiquitous devices in the form of limited-resources interconnected embedded systems are constantly gaining popularity. Such devices nowadays offer real-time Web-accessibility and have the capability to provide various services to remote parties when deployed as Wireless Sensor Networks (WSNs) nodes. Although such connectivity has paved the road to many new applications boosted from technological advances in processors, memory and communication technologies, it has raised many privacy and security concerns.

In many environments, these networks of devices manage well-defined services and information that requires protection from malicious entities attempting to perform unauthorized access and modifications. The information they manage might be safety critical, sensitive, or confidential, and therefore constitutes an attractive target. Their protection necessitates the deployment of robust mechanisms that will, among the others, control access to participating nodes’ resources and prevent data breaches. This is not a trivial task though considering the severe resource limitations of some of these nodes which prohibit the deployment of computationally expensive and high-demanding mechanisms. Moreover, parameters related to the environment that these nodes operate also have to be considered. Unattended nodes operating in hostile environments should not be left with the responsibility to make critical decisions on requests issued by remote third parties regarding access permission to their resources. These nodes are subject to physical compromise. In this case it is essential not to expose any unnecessary functionality to unauthorized entities to protect the whole system. Besides that, these nodes might not even have the capacity to handle such requests and make appropriate decisions. In others, it might not be appropriate to consume valuable energy resources on the decision making process. Such requests should therefore be off-loaded to more powerful, protected and authorized nodes that have the capability and functionality to handle them and make decisions based on robust access control mechanisms.

The scheme proposed in this paper addresses the above requirements and defines a policy-based access control (PBAC) mechanism based on eXtensible Access control Markup Language (XACML) policies. It provides serving nodes the ability to control access to their resources based on policy constraints set by the system owner. Considering that nodes participating in a WSN might not have the computing resources to accommodate expensive mechanisms the core decision process is undertaken by more powerful nodes expected to operate within node’s trusted environment. Such an approach allows requests to be directly addressed to the node in question, while maintaining the capability to centrally control access to said nodes.
The proposed architecture can be considered a generic policy-based access control model which can be easily adapted to meet certain requirements of various urban computing related scenarios. It is based on standardized mechanisms, thus allowing new devices to easily join existing networks and offer services protected by a predefined or dynamic policy set. It facilitates use of smart devices for enhancing citizens’ lives while preserving their privacy and addressing their security concerns. Based on the policy rules set by the system owner, the proposed architecture provides fine-grained access control in ubiquitous computing and the Internet of Things (IoT).

The service-oriented nature of the proposed scheme is accomplished by the use of the Devices Profile for Web Services (DPWS, [2]), an OASIS standard which allows the deployment of devices aligned with the Web Services technologies, thus facilitating interoperability among services provided by resource-constrained devices.

This work is organized as follows: Section 2 identifies related work and application areas where the proposed scheme can be deployed in the context of ubiquitous devices, Section 3 details the architecture of the proposed access control framework while Section 4 includes lower-level implementation details. In Section 5 a performance evaluation of the proof-of-concept implementation is presented, while Section 6 includes the concluding remarks and key areas for future work.

II. ACCESS CONTROL AND SMART DEVICES

Access control for wireless sensor networks, which is only a subset of ubiquitous devices, has been studied in the context of authentication and authorization schemes and on enhancing privacy features on basic access control models. Such schemes can be found in [4],[5],[6],[7],[8],[9] and [10]. Some of the proposed mechanisms are based on the use of public-key cryptography, a choice that is very computationally expensive for resource-constrained ubiquitous devices.

More importantly, little work has been carried out on policy-based access control for ubiquitous devices. The EU-project Internet-of-Things Architecture (IoT-A) worked on the adoption of XACML in the Internet of Things [11]. The proposed architecture is a generic model whose functional components are mapped to a set of well-defined components that comprise the IoT-A. The authors use a logistics scenario for demonstration purposes. Such an environment, however, has different requirements compared to the smart-cities oriented models examined in this paper. Moreover, no actual implementation could be identified. Another European project, namely Internet-of-Things-at-Work (IoT@Work), demonstrated the use of XACML for a capability-based authorization access control system [12],[13], yet for harnessing IoT technologies in industrial and automation environments. Authors in [14] present a related secure service infrastructure, utilizing XACML and DPWS. The focus of said work is smart home networks and the distribution of e.g. multimedia content. Thus, deployment on resource-constrained devices is not considered (e.g. public-key cryptography is used), nor is the scalability needed for large scale deployments on other smart environments; the consequences of some of these design choices are also evident in the performance evaluation that accompanies the cited work.

There are many examples that can demonstrate the applicability of the proposed policy-based architecture.

a. Energy-related devices, ranging from information and services provided by metering devices to remote control of smart appliances to control power consumption, can benefit from the use of policy-based access control. The proposed PBAC scheme can be used to allow for a fine-grained access control to all the functional (e.g. “kill-switch”) and non-functional (e.g. monitoring) elements of the devices. Moreover, the underlying technologies (i.e. XACML and DPWS) are fitting for the large-scale deployments of this application area.

b. A smart vehicle may feature various hosted services (e.g. a temperature service, a location service, a fuel consumption service, an engine-failure report service etc.), access to which can be controlled via the proposed PBAC framework. As an example, consider the scenario where the emergency services need to gain access to certain vehicle functionality provided as a service by a node deployed in the vehicle’s network, such as the vehicle’s engine control unit, in order to directly issue a command to this unit to turn off the engine after proper authentication. Access to such a service might be decided by the car owner or the applicable law, in which case the corresponding policy has to be defined.

c. eHealth and remote monitoring of seniors, is another area where the proposed PBAC perfectly fits. Consider the scenario where the patient has multiple physiological sensors and actuators deployed to monitor his/her condition and react based on patient’s reported medical condition. One of the critical security requirements in this scenario is providing authorized-only access to these resources. Only medical staff is supposed to read this information and only authorized doctors shall be able to modify actuator’s (e.g. insulin pump) status. In this model PBAC provides the necessary fine-grained access control to resources.

III. PROPOSED ARCHITECTURE

The secure policy-based access control (PBAC) framework presented in this work facilitates the control of access to devices and their resources via security policies residing on resource-rich infrastructure nodes. It consists of several components that run on different nodes of the architecture. These components are:

- Policy Enforcement Point (PEP): Performs access control, by making decision requests and enforcing authorization decisions
- Policy Decision Point (PDP): Evaluates requests against applicable policies and renders an authorization decision
- Policy Information and Policy Administration Point (PIP/PAP): Acts as a source of attribute values. Creates and manages policies or policy sets.

A node, depending on its capabilities and the available resources, might include one or more of these functional components.

XACML is used to convey policy requirements in a unified and unambiguous manner, which fits well into the model of a network of heterogeneous embedded systems where access to resources is provided by nodes as a service. Thus, XACML defines the structure and content of access requests and responses exchanged among PEPs and PDPs. In terms of mechanism(s) used to transfer these messages, Service Oriented Architectures (SOAs) provide many alternatives that can be chosen to convey policy information, such as the use of SOAP (Simple Object Access Protocol) and HTTP protocols. In this work, the typical policy based access control architecture, combined with XACML, is mapped to a SOA network of nodes to provide protected access to their distributed resources.

In more detail, the PBAC framework’s implementation adopts the DPWS OASIS standard (at version 1.1 since July 2009). It utilizes the relevant specifications to provide fine-grained security policy functionality while maintaining interoperability with said standard. DPWS is the “UPnP [15] for the Internet of Things”; a unified protocol platform that provides dynamic and secure discovery of devices and Web Services (including messaging, description, interactions, event-driven changes etc.) on resource constrained devices. It also features wide support by various computing industry leaders and modern operating systems. While UPnP and DLNA (Digital Living Network Alliance) are favored for home entertainment scenarios, DPWS is recommended for enterprise and vertical applications. By adopting a DPWS-compliant mechanism, the PBAC framework offers seamless integration of new devices and good scaling.

By combining the above technologies, the proposed scheme allows for fine-grained, policy-based control of all smart resources (e.g. DPWS-enabled cameras or sensors or control stations) from remote locations, via any compatible app developed for the purpose or even typical browsers and off-the-shelf mobile phones. Said access may be used to access the resources provided (e.g. sensor data or video stream), update settings or even receive alerts (e.g. in case of emergencies), all based on what the active policy dictates.

IV. IMPLEMENTATION DETAILS

There are many open-source implementations of the XACML handling and decision-making process that can be utilized for the proposed architecture. Such resources include Sun’s XACML implementation [16], PicketBox XACML [17] (formerly JBossXACML), the Holistic Enterprise-Ready Application Security Architecture Framework (Heras AF) XACML [18] and the Enterprise Java XACML project [19]. Considering the above options, the authors chose Sun’s XACML for this implementation, as it remains popular among developers and is actually the basis of various current open source and commercial offerings.

All of the framework’s entities are implemented using DPWS. This facilitates the discovery [20] and description of the devices involved, and also offers control and eventing mechanisms [21] which assist in the communication of the necessary information among the entities. In terms of open-source resources aimed at developing DPWS-compliant applications for resource-constrained devices, Service-Oriented Architecture for Devices (SOA4D, [22]) provides development toolkits in C and Java. Alternatively, Web Services for Devices (WS4D, [23]) is another open source initiative which provides a number of toolkits [24] for various platforms. The authors’ APIs of choice is the WS4D-JMEDS (Java-based) stack [26] as it is the most advanced and active work of the WS4D initiative, supporting almost all of the existing DPWS features and providing portability to a wide range of platforms.

![Fig. 1. PEP-to-PDP implementation](image-url)
The exact implementation of the framework’s entities and their communications are detailed in the sections below.

A. PEP-to-PDP

The Policy Enforcement Point must reside on every device with resources that must be protected from unauthorized access. Other than the functional elements of the devices which the framework intends to protect (e.g. access to its sensors), two extra operations must be present on each DPWS device. These operations, in essence, constitute the PEP functionality and its communication with the PDP. The latter acts as a DPWS client which accesses these PBAC-specific operations. In more detail, these operations are:

- **SAREvent**: Service Access Request Event. A WS-Eventing operation to which devices can subscribe. When fired, the operation outputs “SAROut”, a message which includes all the information the PDP needs to have in order to evaluate a request.

- **PDPResponse**: Policy Decision Point Response. An operation invoked by the PDP with its answer to an access request. This response is a “PDPIn” message.

The message types are defined as follows:

- **SAROut**
  - **RequestID**: A counter of requests issued by the specific device
  - **Subject**: An actor whose attributes may be referenced to validate that a request is authorized
  - **Action**: An operation on a resource
  - **Resource**: Data/service or system component that the “Subject” attempts to access via the “Action”.

- **PDPIn**
  - **RequestID**: A counter of requests issued by the specific device. This value is used to match SAROut messages sent by the PEP to PDP responses and to avoid replay attacks.
  - **Response**: The response issued by the PDP regarding the specific request, in the form of an integer (0: “Deny”, 1: “Permit”, 2: “Indeterminate” or 3: “Not Applicable”).

The above, including a definition of the message types, can be seen in detail in Fig. 1.

B. PDP-to-PIP/PAP

In terms of the discovery and information exchange that must take place between infrastructure entities (PDP, PIP, PAP), an extra operation must reside with the entity that stores the active policy set (namely the PIP/PAP). In specific, this extra operation is formed as follows:

- **PIPOperation**: Policy Information Point Operation. Features an input in the form of a “PIPIn” message and an output in the form of a “PIPOut” message. The former is the request issued by the PDP (requesting all applicable policy rules), while the latter contains all the information, i.e. policies and rules pertinent to the specific request, the PIP has identified.

The above message types, are detailed below:

- **PIPIn**
  - **RequestID**: A counter of requests issued by the PDP to the PIP
  - **Request**: The request to be evaluated in the form of a string. Upon receipt, the PIP enriches the request (with current time and date etc.) and it passes the request to a “policyFinder” module to find the appropriate policies.

- **PIPOut**
  - **RequestID**: A counter of requests issued by the PDP to the PIP. This value is used to match PIPIn messages sent by the PDP to PIP responses and to avoid replay attacks.
  - **PolicyResponse**: A field used to return pertinent policies
  - **StatusResponse**: In cases of errors, e.g. when no pertinent policies are identified, the exact issue is identified via this field (“Non-Applicable”, “Cannot determine” or “Other error”)

The above, including a definition of the message types, can be seen in detail in Fig. 2.

Fig. 2. PDP-to-PIP/PAP communication
C. Information Flow

The information flow that takes place whenever a request to a PBAC-protected resource is issued is as follows:

1) The PDP constantly monitors the network in order to listen to “Hello” messages that PEP-equipped Devices broadcast when initializing.

2) As soon as the PDP catches such a “Hello” message, it subscribes to the SAREvent of that PEP.

3) When a client tries to access a PBAC-protected feature on the device (i.e. invokes the protected operation), the SAREvent is fired which contains the Request ID, the Client’s identifier, e.g. IP and/or username (Subject), the Invoked Operation (Action) and the Device’s UUID, i.e. its Universally Unique Identifier (Resource)

4) The PDP generates an XACML request with the above data, in order to be handled and evaluated by the XACML modules of the infrastructure entities.

5) The PDP invokes the PIPOperation present on the PIP/PAP, in order to retrieve applicable policies.

6) The PIP replies with all applicable policies, otherwise it returns the error status.

7) The PDP then decides, based on information retrieved by the PIP, and invokes the PDPResponse operation on the Device, transmitting the result of the query’s evaluation.

It should be noted that, regarding policy look-ups, the authors chose to implement the system so that the PEP checks with the PDP for every single request. This is essential when considering scenarios where policies change dynamically (even in an automated fashion when certain conditions are triggered), and where it is desirable to have the access control system enforce said changes in real-time. Conversely, in deployments where policy changes are expected to be infrequent or less dynamic in nature, access tokens with a predetermined validity period could be introduced to reduce the load on the PDP, e.g. as defined in [25].

D. Message Protection

The above access control mechanisms can be of limited efficacy if the actual associated messaging is not protected. Malicious entities can eavesdrop, replay or tamper with the framework’s messaging, potentially overriding the offered protection. One may consider deployments of the framework’s entities over trusted and/or secure networks (e.g. a VPN), but an alternative mechanism has to be considered for deployments where this is not the case.

The Web Services Security Specification (WS-Security or WSS) [27] is part of the WS-* family of specifications published by OASIS. The protocol specifies enhancements to existing SOAP messaging, integrating security features in the header of SOAP messages (working in the application layer). However, the public-key security primitives detailed in this specification can impose a significant performance overhead [28]. Therefore, considering the resource-constrained nature of the devices where the PBAC framework may be deployed as well as the need to minimize its performance impact in general, symmetric cryptographic primitives were considered more appropriate.

To this end, a security mechanism based on the AES-CCM [29] authenticated encryption algorithm was implemented and was deployed to protect both PEP-PDP as well as PDP-PIP/PAP communications, using 256bit pre-shared keys. The utilization of the AES/CCM algorithm guarantees that the PBAC-related messages exchanged between the framework’s entities are fully protected in terms of confidentiality, integrity and authenticity with an acceptable performance overhead (CCM requires two block cipher encryption operations per each block of an encrypted & authenticated message).

To implement this security mechanism, the message types detailed above (namely SAROut, PDPIIn, PIPIn & PIPOut) are all replaced by a SecureMessage type. So, e.g., the SAREvent operation depicted in Fig. 1 now takes the form that is shown in Fig. 3 and is defined as follows:

- **SecureMessage**
  - **Payload**: The actual message transmitted (i.e. information previously included in the replaced message type, e.g. RequestID, Subject, Action, Resource in the case of SAROut messages), in encrypted form
  - **MAC**: The output of the CBC-MAC, i.e. the message authentication part of AES-CCM.
  - **RandomData**: Random data, necessary to guarantee the security of the authenticated encryption mechanisms [29].
All other operations appearing in Fig. 1 and Fig. 2, i.e. PDPResponse and PIPOperation, are also adjusted accordingly.

V. PERFORMANCE EVALUATION

A performance evaluation was carried out in order to assess the performance overhead incurred by the proposed mechanisms on typical embedded systems that may be found in smart environments. To this end, the PEP-equipped DPWS devices were deployed on Beaglebone [30] platforms, equipped with a 720MHz ARM Cortex-A8 processor, 256MB of RAM, running on a minimal Linux-based operating system. The testbed for the PDP and PIP devices was a Beagleboard-xM [31] platform, featuring a 1GHz ARM Cortex-A8 processor (throttled to run at 600MHz during testing), 512MB of RAM and a minimal Linux-based operating system with a lightweight window manager (LXDE, [32]). The test-bed also featured a client application developed to query the PBAC-protected DPWS devices for benchmarking purposes, which run on a PC attached to the same network via a wired LAN connection. The PDP and PIP/PAP applications are deployed as Knopflerfish [33] bundles, which is an open source service platform following the Open Services Gateway initiative (OSGi, [34]) specification. The PBAC service is expected to be deployed alongside other services on the main infrastructure systems. In view of that, the authors consider that the modular and dynamic service deployment as well as the service orchestration features provided by the OSGi framework will be advantageous in actual deployments.

For the evaluation process, two functional operations were added to the test DPWS device deployed on the Beaglebone. So, a GetStatusPBAC operation and a GetStatus operation were also implemented on the device, in addition to the PEP-related operations appearing in Fig. 1. Both these extra operations, when invoked, returned a static integer value, but the latter did so immediately while the former was PEP-protected, i.e. the test client was only allowed to invoke it if the PDP allowed so. This facilitated the evaluation of the response time overhead imposed by the PBAC framework, as any extra delay when invoking the GetStatusPBAC operation can be attributed to the PBAC mechanisms. Aiming to also weigh the impact of the security mechanisms, the assessment included tests with and without encryption on both the PEP-to-PDP link and the PDP-to-PIP link (plaintext vs. AES/CCM-protected message exchange).

A total of 100 consecutive requests were issued from the client application to the DPWS device residing on the Beaglebone. The response time recorded by the test client trying to access the device’s resources appear in Fig. 4. “No PBAC” refers to the invocation of the GetStatus operation, while the “Plaintext PBAC” & “AES-CCM PBAC” columns refer to the invocation of the GetStatusPBAC operation.

A total of 100 consecutive requests were issued from the client application to the DPWS device residing on the Beaglebone. The response time recorded by the test client trying to access the device’s resources appear in Fig. 4. “No PBAC” refers to the invocation of the GetStatus operation, while the “Plaintext PBAC” & “AES-CCM PBAC” columns refer to the invocation of the GetStatusPBAC operation.
without and with AES-CCM encryption of the PBAC message exchanges, respectively. It must be reiterated that the AES-CCM response time includes the overhead introduced by the encryption mechanisms on both the PEP-to-PDP and the PDP-to-PIP/PAP communications. Random spikes on the response time can be attributed to the triggering of “housekeeping” operations of the Java-based applications running on the target platforms. A breakdown of the response times (averaged over 100 requests) can be seen in Fig. 5, where it is evident that the bulk of the delay can be attributed to the Client-Device (i.e. PEP-PDP) communication and to a lesser extent to the PDP-PIP link. As the DPWS devices featuring the PEP functionality are bound to be deployed on resource-constrained devices, the resources on the target devices themselves were monitored during testing; the results appear in Table 1.

Review of related work indicated that the number of stored policies can significantly affect the performance of the access control system [14], to the point where the response time overhead can become prohibitive in certain application scenarios. This was taken under consideration during development and, thus, the PIP stores policies in memory in the form of a hash table. The effectiveness of this approach was validated during the performance evaluation. Fig. 6 depicts the PDP-PIP communication, focusing on the time the PDP has to wait before it receives pertinent policies from the PIP, in scenarios where the number of stored policies varies from 1 to 200. As is obvious from said figure, the impact of the number of policies stored on the PIP is negligible.

### Table 1. Resource Consumption on PBAC-Protected DPWS Devices During Benchmarks

<table>
<thead>
<tr>
<th></th>
<th>No PBAC</th>
<th>Plaintext PBAC</th>
<th>AES-CCM PBAC</th>
</tr>
</thead>
<tbody>
<tr>
<td>Average CPU (%)</td>
<td>87,4</td>
<td>94,5</td>
<td>97,7</td>
</tr>
<tr>
<td>Memory (bytes)</td>
<td>28461</td>
<td>29909</td>
<td>36077</td>
</tr>
</tbody>
</table>

---

VI. CONCLUSIONS & FUTURE WORK

This paper presented an implementation of a policy-based access control scheme appropriate for resource-constrained ubiquitous devices. In the context of modern “smart environments” and the IoT, said devices should exhibit adequate protection of their resources and services they provide to remote entities. Yet, the severe limitations they often face prohibit the deployment of resource-expensive access control schemes. With the proposed scheme computationally-intensive tasks related to the decision making process are offloaded to more powerful devices that operate within the device’s trusted environment. We demonstrated that standardized protocols, widely used in other environments, can also be deployed for resource-constrained devices, thus promoting interoperability and secure wide accessibility for those devices. Moreover, messages exchanged among stakeholders are sufficiently secured, hence exposure of sensitive information pertinent to the access control system or policies to unauthorized parties is properly avoided.

While this paper focused on authorization aspects of ubiquitous smart devices, another important building block is the user authentication, which will be investigated in future work. A SAML-based federated identity model would fit well into the XACML architecture presented in this work, extending authentication infrastructures typically used for protecting browser-based resources, like in [35]. Additional work can also be carried out on adapting the utilized standards to better facilitate smart city and IoT deployments in general. More specifically, XACML policies could be tailored to the needs of specific urban computing deployments and their intrinsic requirements, while more lightweight implementations of DPWS could be investigated for scenarios involving extremely resource-constrained devices (e.g. sensors, as in [36]).
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